**Precedence Graph For Testing Conflict Serializability in DBMS**

**Conflict serializable**

Definition: A given non-serial schedule is conflict equivalent to a serial schedule then it is conflict serializable.

**Precedence Graph** or **Serialization Graph** is used commonly to test Conflict Serializability of a schedule.

Serial schedule : correct non serial : wrong

Non serial schedule

Algorithm To draw Precedence Graph

1. Create a node T in the graph for each participating transaction in the schedule.
2. For the conflicting operation read\_item(X) and write\_item(X) – If a Transaction Tj executes a read\_item (X) after Ti executes a write\_item (X), draw an edge from Ti to Tj in the graph.
3. For the conflicting operation write\_item(X) and read\_item(X) – If a Transaction Tj executes a write\_item (X) after Ti executes a read\_item (X), draw an edge from Ti to Tj in the graph.
4. For the conflicting operation write\_item(X) and write\_item(X) – If a Transaction Tj executes a write\_item (X) after Ti executes a write\_item (X), draw an edge from Ti to Tj in the graph.
5. The Schedule S is not conflict serializable to any serial schedule if there is cycle in the precedence graph
6. If there is no cycle in the precedence graph, it means we can construct a serial schedule S’ which is conflict equivalent to the schedule S.
7. The serial schedule S’ can be found by Topological Sorting of the acyclic precedence graph. Such schedules can be more than 1.

**Examples on Precedence Graph**

Consider following concurrent schedule ,draw precedence graph and check whether given schedule is conflict serializable or not

|  |  |
| --- | --- |
| T1 | T2 |
| READ(X) |  |
| READ(Y) |  |
|  | WRITE(X) |
| WRITE(X) |  |
|  | READ(Y) |

**Creating Precedence graph:**

1. Make two nodes corresponding to Transaction T1 and T2.  
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2. For the conflicting pair r1(x) w2(x), where r1(x) happens before w2(x), draw an edge from T1 to T2.

![3](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKsAAAAfCAYAAACYsz16AAAGAElEQVR4Xu2cfUwTZxzHv9ezIIby5pqQkdhsMbiENyubGcQF5S0DccEYJ39MkwX8R0NwYWuBBIoSI9a3ZJsm2/AP8Y/tL6OMyVakavlj0ZiBvGVuSzYWXPiDIfRIeOnLLXf2ugKl19K7azHPJU3a3PP8fs/z7ae//u53zz0Uy7IsgjgYhsHg4CC6H3dj+OkwhgaGoNao4WAcyNZnI2tnFireqYBer0d8fHwQFkmTV1kBOXihxGCdmZnBoeOH0P9jP9zpbrjSXUA6gB2e1zMAnhf9Ow3qGYWC8gLc6riFhISEV/n7IHPzo4CcvASE1XDNgCuNV+D83AlkhvDdPAXoOhqmyyY0H28OoSNpupEVkJsXv7AuLS1BX6HHWNwY0BKGfK1ApiMTgz8MgqbpMAyRrtGsgFK8rIJ1enoa2lQt3BfcwB4JJHoI4DPgxb8vkJSUJIFBYiKaFFCSl2Wwcr+QzfGbwf4c1DVXSJpRuyk4HU6oVKqQ+pHG0auA0rwsgzWjNANj+8ekiagrNX4IZPZmYrhnOHrVJyMLSQGlefHCyiXHF366EF6OKjZVE3Cm8gyaa8hFl5hU0X4+ErzwsHLlBq1OC6fVKbtGdAGNmckZUouVXWn5HESKFx7WosNFsFZYQytPrVeLp0CxpRi93/Wu1wLpF2EFIsULZbfb2a2vb4XjgUMxCeg9NJhpBnFxcYr5JI6kUYC7MxUpXiibzcbuO7UPrq9dfmdzNOUoruquQqPS+D3/3PEcx/48BitjRaGmEJ1vdCKBTsDJ8ZO4OX3Tbx+6mobtmg35+fnSKEisSKZAb28vSkpK1rTX398PKXjZq9kLY6oRMVQM76uP6UPxb8UBeaEMFw2s+YkZ+NT/+IKF1dc542YCwgozYHzXiPZP2iUTmRiSRoHExEQsLi6itbUVDQ0Nq4waLxkRLi9WuxVHUo54QRWcXJ+6jprxmtUT8fBClX1Uxva82QN8ID5ZAVyupW/k7NB1oPq1aiyxS1hkF3lDgSIr7gBlf5XhbuddcaekhaIK3LhxAydOnIDL5QJFUTCZTMugLT9ajnB5uZd+D0WaIm80FT6PLYwhYzRj9Xw9vFCpGansZNPky4UpIkcgWPPi81D7d21QaQB+BdLOp2FiaELMJTkfAQW0Wi2mpqZ4z7GxsV5o6+vrsU2/DeHyMpoxiu2x23F+8jxa/mmBEOzWTAU8vFC6PB07/sV4UJKsBavQOdiclWufWJmI2YnZoPySRpFXQK1Wo6qqCrY/bJCKF25WAjPaTVovvP5mq6vVQZLIGjKsJLJGnr4AI/CNrDExMcsiq26XLuzIupKXNHUa1sxXucZCZJUiZw0ZVpKzRi2sQs7qdDq9kDY2NnrHK0XO6htRRUHlGgs5q+GSgTU/NvMro8QOydIAM9CQ14Bzp86JuSTnFVaAqwYsLCzw1QBfSIVhGC8bES4vwl9/UKByjj28iNZZfbWSClZSZ1WYwBDcWSwWlJaWrtlDrM4aDC/C1f9KJ2tVAwReKIZh2OTUZDgfiq8LkAxWcgcrBHyiq+nc3BzC4cU3qgYNq4cXfm1A8YfF6CvrA7IVEGYAKOkrgeVbiwLOiAs5FIgULzysdrsdKWkpcD3wf8tVygmr3lOBmWKwZcsWKc0SWwoqEClevOtZG79qRHt3O9Aq46ybgbOHz6Lp4yYZnRDTSijQ9k0bWrpaFOVl2ZMCWe9nYaR0BCiQYbpWINeWiyffP5HBODEZCQWU5mUZrNz9YHWsGuwj6Z/BwttAkPtpREJ34nMdCijNy6qnW7lV4MkpycBFSBNhrQAMwOzsLNn0Yh1ARHsXJXnxu2+A2+1Gzv4cjNAjwOkw5GoGcmny1x+Gghuiq1K8BNyRpa2jDafrTsP1pSu0stYvgKpOhbarbeRiakPgJs0g5eZFdK8rrgh8sOYg7t+5zy8jdO1w/b/P1VsvFxl497p6RvPvCysLcfv6bVKekoaBDWVFTl5EYRWUmp+fx8DAALoedfE7CA4NDmFT/CY455zI3pmNnF05OLD7AL+LIHm2akPxJctg5eDlP0r+ymp7dye4AAAAAElFTkSuQmCC)

1. For the conflicting pair w2(x) w1(x), where w2(x) happens before w1(x), draw an edge from T2 to T1.
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1. Since the graph is cyclic(as there is cycle present in graph), we can conclude that it is not conflict serializable to any serial schedule.

|  |  |  |
| --- | --- | --- |
| T1 | T2 | T3 |
| READ(X) |  |  |
|  |  | READ(Y) |
| WRITE(X) |  |  |
|  | WRITE(Y) |  |
|  |  | READ(X) |
|  | WRITE(X) |  |

1. Consider following concurrent schedule ,draw precedence graph and check whether given schedule is conflict serializable or not

**Creating Precedence graph:**

1. Make two nodes corresponding to Transaction T1 ,T2 and T3

1. For the conflicting pair READ(X) in T1 and WRITE(X) in T2 , where r1(X) happens before w2(X), draw an edge from T1 to T2.

1. For the conflicting pair READ(Y) in T3 and WRITE(Y) in T2 , where r3(Y) happens before w2(Y), draw an edge from T3 to T2.

1. For the conflicting pair WRITE(X) in T1 and READ(X) in T3 , where w1(x) happens before r3(x), draw an edge from T1 to T3.

1. Since the graph is acyclic(as there is no cycle present in graph), we can conclude that it is a conflict serializable to any serial schedule.

1. In Topological Sort, we first select the node with indegree 0, which is T1. This would be followed by T3 and T2.

Calculate indgree of all vertices : T1 Is 0 , T2 is 2, and T3 is1

Arrange vertices in ascending order of their indegree : T1,T3,T1

|  |  |  |
| --- | --- | --- |
| T1 | T2 | T3 |
| READ(P) |  |  |
|  | READ(P) |  |
|  |  | READ(Q) |
| WRITE(P) |  |  |
|  |  | WRITE(Q) |
|  | WRITE(P) |  |
| READ(Q) |  |  |
|  | WRITE(Q) |  |

So, S1 is conflict serializable since it is conflict equivalent to the serial schedule T1 T3 T2.

1. Consider following concurrent schedule ,draw precedence graph and check whether given schedule is conflict serializable or not

1. Consider following concurrent schedule ,draw precedence graph and check whether given schedule is conflict serializable or not

|  |  |  |
| --- | --- | --- |
| T1 | T2 | T3 |
| READ(A) |  |  |
|  | READ(A) |  |
|  |  | READ(B) |
| WRITE(A) |  |  |
|  |  | WRITE(B) |
|  | WRITE(A) |  |
| READ(B) |  |  |
|  | READ(B) |  |
|  | WRITE(B) |  |
| WRITE(B) |  |  |